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# TITLE

# Zahra Fabrics

# The "Zahra Fabrics" application serves as an online clothing shop, designed to facilitate a seamless shopping experience for two primary user types: the Customer (or Client) and the Admin. The application's overarching goal is to enable users to browse, select, and purchase various clothing items via a digital interface. This implementation of online shopping significantly contributes to the field of computer science by utilizing technology to streamline the process of buying clothing through a screen, emphasizing convenience and accessibility.

# Users of Application

**Customer (Client):**

* Objective: Access a wide array of available clothing items for both men and women.
* Functionalities:
* View a tabular list displaying diverse clothing items.
* Add preferred clothing items to their selection.
* Access the shopping cart to review purchased items.
* View the total amount reflecting the selected items.
* Remove unwanted items from the shopping cart.
* Explore available discounts through a dedicated menu.
* Access various payment options via a designated menu.
* Choose from available delivery areas for shipping.
* Log out from the application after completing tasks.

**Admin:**

**Objective:** Control and manage the application's functionalities and inventory.

**Functionalities:**

* View a tabular list displaying all available clothing items.
* Modify prices of listed items as necessary.
* Manage available stock by adjusting quantities.
* Review and possibly respond to user ratings (ranging from 1 to 5) for each item.
* Add or delete items from the clothing menu as needed.
* Update discount percentages for promotional purposes.
* Modify payment options and associated prices.
* Adjust available delivery areas as per requirements.
* Log out from the administrative control panel.

# TABLE

# Functional Requirements

|  |  |  |  |
| --- | --- | --- | --- |
| User Story ID | User Type | Required Function | Result of Action Performed |
| 1 | Admin | View List of Clothes | A tabular list of clothes appears |
| Change prices | Change prices of items |
| Change Available Stock | Increment or decrement in the quantity available of items |
| Check Reviews | Review from 1 to 5 for each item appears |
| Add or delete an item | Addition or Deletion in items of clothing menu |
| Update Discounts | Changing in discount percentages appear |
| Update Payment Options | It will update the payment options and prices |
| Add or Remove Delivery Areas | Changing in available delivery areas |
| Log out | It will log the user out |

|  |  |  |  |
| --- | --- | --- | --- |
| User Story ID | User Type | Required Function | Result of Action Performed |
| 2 | Customer | View List of Clothing | A tabular list of clothes appears |
| Add an item | Addition in item of clothing |
| View cart | List of purchased items appears |
| View result | Total amount appears |
| Delete an item of clothing | Deletion in cart items |
| View Discounts | Discount menu appears |
| View payment options | Payment Option Menu appears |
| Select Delivery Area | List of Delivery Areas appear |
| Log out | It will log the user out |
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**Figure 1: Login Screen**

![](data:image/png;base64,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)

**Figure 2: Options For Admin**
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**Figure 3: Options for User**

* **Functions Working Flow:**
* **Weakness in the Business Application:**

1. Less designing in code like color.
2. Single responsibilities are not meet.
3. File handling problem

* **Future Directions**

1. Improving myself by learning more tricks.

**Variables:** string names[50]; // user name string password[50]; // password string userClass[50]; // classtype string product\_Names[maxProducts]; string product\_Categories[maxProducts]; int reviews[maxProducts]; int product\_Quantities[maxProducts]; int product\_Prices[maxProducts]; string product\_Qualities[maxProducts]; int cart[maxProducts]; string array[maxMonths]; string onths[maxMonths]; int profits[maxMonths]; string productsremaining[maxMonths]; string productsolds[maxMonths]; string pricesbeforesale[maxMonths]; string quantitysold[maxMonths]; string pricesaftersale[maxMonths]; string worker\_names[maxWorkers]; string orker\_codes[maxWorkers]; string worker\_ranks[maxWorkers]; string orker\_performances[maxWorkers]; string worker\_hours[maxWorkers]; string worker\_sellings[maxWorkers]; string addressDetails[addressSize];

**Prototype:**

void addProductDetails(int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);int readUserDataFromFile(string names[], string passwords[], string userClass[], int& indexCount);bool numbers(string integer);bool strings(string word);void viewProducts(int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);void addWorkerDetails(int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[]);void profit(int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);string get\_username();string get\_pass();void signup(string names[],string password[],string userClass[],int indexCount);void AddPaymentMethod(int numMethods );string get\_userType();int user(int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods,int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);int optionsForAdmin(int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods,int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);void viewWorkersDetails(int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);int optionsForUser(int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods,int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);int search\_Array(string array[],string object, int indexCount);void displayMonthlyReport(int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[]);void mostProfitableMonth(int profits[],int maxMonths,string months[]);void overallProfitLoss(int profits[],int maxMonths);void login(int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods,int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);void logout(int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods,int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);void viewReviews(int newReview,int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);void iewPaymentMethods(int numMethods,string methods);void addReview(int newReview,int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]);string viewDeliveryAddress(string addressDetails[]);string inputDeliveryAddress();void viewCart(int cart[],string product\_Names[],int maxProducts,int product\_Prices[]);void addToCart(int maxProducts,int cart[]);void applyDiscount(int product\_Prices[],string voucher,float discountPercentage,int maxProducts);void addDiscountCode();void viewDiscountCode(float discountPercentage,string voucher);void view();string setcolor(int color);string getField(string record, int field);int blue = 1, green = 2, cyan = 3, red = 4, brown = 6, lightwhite = 7, lightblue = 9, lightgreen = 10, lightcyan = 11, lightred = 12, yellow = 14, white = 15;void logoSignUp();void logoSignIn();void viewAdmin();void viewUser();string getField(string get,int field);

**Code:**

int user(string userAddress[],int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods[],int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[])

{

int number = 0;

loadDataFromUserFile("user\_data.txt",names,password,userClass);

loadProductDetails( maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

loadWorkerDetails( maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings);

loadProfitDetails( maxMonths, months, profits, pricesbeforesale, pricesaftersale, product\_Quantities);

loadPaymentMethods( numMethods, methods);

loadDeliveryAddress();

loadCart(maxProducts, cart);

loadDiscountInfo( voucher, discountPercentage);

string input;

while (number != 3) {

system("cls"); // clear previos screen

setcolor(green);

Sleep(100);cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

Sleep(100);cout << "\t\t\t\t\t|| ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

Sleep(100);cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

Sleep(100);cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

Sleep(100);cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

Sleep(100);cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

Sleep(100);

Sleep(70);cout << "\t\t\t\t\t##############################################################################################################################" << endl;

Sleep(70);cout << "\t\t\t\t\t# || ------------ || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || || LOGIN MENU || || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || ------------ || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || || 1. SIGN-UP || || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || ------------ || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || || 2. SIGN-IN || || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || ------------ || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || || 3. EXIT || || #" << endl;

Sleep(70);cout << "\t\t\t\t\t# || ------------ || #" << endl;

Sleep(70);cout << "\t\t\t\t\t##############################################################################################################################" << endl <<endl;

Sleep(100);

setcolor(white);

setcolor(blue);

cout << "Enter a number: ";

getline(cin, input);

if (input.empty() || !numbers(input)) {

setcolor(red);

cout << "Invalid input! Please enter a valid number." << endl;

setcolor(white);

Sleep(400);

setcolor(white);

system("cls");

logo();

continue;

}

number = stoi(input); //conversion

if (number == 3) {

setcolor(blue);

cout << "Thanks for visiting..." << endl;

Sleep(400);

setcolor(white);

break;

} else if (number == 1) {

system("cls");

logoSignUp();

signup(names, password,userClass,indexCount); // for signup

} else if (number == 2) {

system("cls");

logoSignIn();

// for sign in

login( userAddress, newReview, addressSize, addressDetails,names, password, userClass, voucher, discountPercentage, numMethods, methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

} else {

cout << "Invalid option! Please enter a valid number." << endl;

Sleep(400);

setcolor(white);

system("cls");

logo();

}

}

return -1;

}

void signup(string names[],string password[],string userClass[],int indexCount)

{

setcolor(blue);

const int maxUsers = 50;

if (indexCount < maxUsers) {

names[indexCount] = get\_username();

password[indexCount] = get\_pass();

userClass[indexCount] = get\_userType();

indexCount++;

// Writing to a file

ofstream outFile("user\_data.txt", ios::app); // Open file in append mode

if (outFile.is\_open()) {

outFile << names[indexCount - 1] << "," << password[indexCount - 1] << "," << userClass[indexCount - 1] << endl;

outFile.close();

} else {

cout << "Unable to open file for writing!" << endl;

}

cout << "Signup successful!" << endl;

Sleep(400);

setcolor(white);

system("cls");

logoSignUp();

} else {

cout << "Maximum user capacity reached." << endl;

Sleep(400);

setcolor(15); // Assuming white color code is 15

system("cls");

logoSignUp();

}

}

string get\_username() {

setcolor(blue);

string user;

cout << "Enter Username: ";

getline(cin, user);

while(user.empty() ||!strings(user)) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, user);

}

return user;

setcolor(white);

}

string get\_pass()

{

setcolor(blue);

cout << "PASSWORD: ";

string pass;

getline(cin,pass);

while (pass.empty() ||!strings(pass)) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, pass);

}

return pass;

setcolor(white);

}

string get\_userType()

{

setcolor(blue);

string type;

cout << "Class Type (Admin/admin or User/user): ";

getline(cin,type);

while (type.empty() || !strings(type)) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, type);

}

return type;

}

int readUserDataFromFile(string names[], string passwords[], string userClass[], int& indexCount) {

ifstream inFile("user\_data.txt");

int count = 0;

string record;

if (inFile.is\_open()) {

while (getline(inFile, record) && count < indexCount) {

names[count] = getField(record, 1);

passwords[count] = getField(record, 2);

userClass[count] = getField(record, 3);

count++;

}

inFile.close();

}

else {

cout << "Unable to open file for reading!" << endl;

}

return count;

}

void login(string userAddress[],int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods[],int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

string username = get\_username();

string pass = get\_pass();

string line;

ifstream file("user\_data.txt");

string userclass;

while(getline(file, line))

{

if (getField(line, 1) == username && getField(line, 2) == pass)

{

userclass = getField(line, 3);

}

}

if ((userclass == "admin" || userclass == "Admin") ) {

cout << "Admin login successful!" << endl;

Sleep(400);

setcolor(white);

system("cls");

view();

optionsForAdmin( userAddress, newReview,addressSize, addressDetails, names, password, userClass, voucher, discountPercentage, numMethods,methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

} else if (userclass == "user" || userclass == "User") {

cout<<endl;

cout << "User login successful!" << endl ;

Sleep(400);

setcolor(white);

system("cls");

view();

optionsForUser(userAddress,newReview, addressSize, addressDetails,names, password, userClass,voucher,discountPercentage,numMethods, methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

} else {

cout << "Invalid entry for login." << endl ;

Sleep(400);

setcolor(white);

}

}

int optionsForAdmin(string userAddress[],int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods[],int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

int option;

string input;

cout << endl;

while (true) {

system("cls");

viewAdmin();

//admin options

setcolor(blue);

Sleep(150);cout << "\t\t\t\t\t\t\t\t\t\t || Enter one of the following number ||" << endl << endl;

Sleep(150);cout << " 1: Add Product Details." << endl;

Sleep(150);cout << " 2: View Added Product Details." << endl;

Sleep(150);cout << " 3: Add Workers Details." << endl;

Sleep(150);cout << " 4: View Added Workers Details." << endl;

Sleep(150);cout << " 5: View Profit gain." << endl;

Sleep(150);cout << " 6: Display Monthly Report." << endl;

Sleep(150);cout << " 7: Display Most Profitable Month." << endl;

Sleep(150);cout << " 8: Display Overall Profit Loss." << endl;

Sleep(150);cout << " 9: View Reviews on all Products." << endl;

Sleep(150);cout << "10: Add Payment Methods." << endl;

Sleep(150);cout << "11: View Added Payment Methods." << endl;

Sleep(150);cout << "12. Add Discount Code." << endl;

Sleep(150);cout << "13: Logout." << endl<<endl;

cout << "Enter your choice: ";

getline(cin, input);

if (input.empty() ||!numbers(input)) {

setcolor(red);

cout << "Invalid input! Please enter a valid option." << endl;

setcolor(white);

Sleep(400);

setcolor(white);

system("cls");

view();

continue;

} setcolor(white);

option = stoi(input); //conversion

if (option >= 1 && option <= 14) {// numbers are only between 0 and 15

if (option == 1) {

system("cls");

viewAdmin();

//to add product

addProductDetails( maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices,product\_Qualities,cart);

}

else if (option == 2) {

system("cls");

viewAdmin();

// to view added product

viewProducts( maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else if (option == 3) {

system("cls");

viewAdmin();

// add worker details

addWorkerDetails(maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings);

}

else if (option == 4) {

system("cls");

viewAdmin();

// view added worker details

viewWorkersDetails(maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else if (option == 5) {

system("cls");

viewAdmin();

// view profit achieve

profit(maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else if (option == 6) {

system("cls");

viewAdmin();

// monthly report

displayMonthlyReport( maxMonths, array, object, months, profits,productsremaining, productsolds, pricesbeforesale,quantitysold, pricesaftersale);

}

else if (option == 7) {

system("cls");

viewAdmin();

mostProfitableMonth(profits, maxMonths, months);

}

else if (option == 8) {

system("cls");

viewAdmin();

overallProfitLoss( profits, maxMonths);

}

else if (option == 9) {

system("cls");

viewAdmin();

// view costomer reviews

viewReviews(newReview, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else if (option == 10) {

system("cls");

viewAdmin();

//add payment methods for customer

AddPaymentMethod(numMethods );

}

else if (option == 11) {

system("cls");

viewAdmin();

//view added payment methods

viewPaymentMethods(numMethods, methods);

}

else if (option == 12) {

system("cls");

viewAdmin();

//add discount for customer

addDiscountCode();;

}

else if (option == 13) {

logout(userAddress,newReview,addressSize, addressDetails, names, password, userClass, voucher, discountPercentage, numMethods, methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

} else {

setcolor(red);

cout << "Invalid option! Please enter a valid choice ." << endl;

Sleep(400);

setcolor(white);

system("cls");

void viewAdmin();

}

}

}

void logo()

{

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

cout << "\t\t\t\t\t##############################################################################################################################" << endl;

cout << "\t\t\t\t\t# || ------------ || #" << endl;

cout << "\t\t\t\t\t# || || LOGIN MENU || || #" << endl;

cout << "\t\t\t\t\t# || ------------ || #" << endl;

cout << "\t\t\t\t\t# || || 1. SIGN-UP || || #" << endl;

cout << "\t\t\t\t\t# || ------------ || #" << endl;

cout << "\t\t\t\t\t# || || 2. SIGN-IN || || #" << endl;

cout << "\t\t\t\t\t# || ------------ || #" << endl;

cout << "\t\t\t\t\t# || || 3. EXIT || || #" << endl;

cout << "\t\t\t\t\t# || ------------ || #" << endl;

cout << "\t\t\t\t\t##############################################################################################################################" << endl <<endl;

setcolor(white);

}

void logoSignUp()

{

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

cout << "\t\t\t\t\t + ======================== +" << endl;

cout << "\t\t\t\t\t | \_\_\_\_ \_ |" << endl;

cout << "\t\t\t\t\t | / \_\_\_| (\_) \_\_ \_ \_ \_\_ |" << endl;

cout << "\t\t\t\t\t | \\\_\_\_ \\ | | / \_` || '\_ \\ |" << endl;

cout << "\t\t\t\t\t | \_\_\_) || || (\_| || | | | |" << endl;

cout << "\t\t\t\t\t | |\_\_\_\_/ |\_| \\\_\_, ||\_| |\_| |" << endl;

cout << "\t\t\t\t\t | |\_\_\_/ |" << endl;

cout << "\t\t\t\t\t | \_ \_ \_\_\_\_ |" << endl;

cout << "\t\t\t\t\t | | | | || \_ \\ |" << endl;

cout << "\t\t\t\t\t | | | | || |\_) | |" << endl;

cout << "\t\t\t\t\t | | |\_| || \_\_/ |" << endl;

cout << "\t\t\t\t\t | \\\_\_\_/ |\_| |" << endl;

cout << "\t\t\t\t\t | |" << endl;

cout << "\t\t\t\t\t + ======================== +" << endl;

setcolor(white);

}

void logoSignIn()

{

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

cout << "\t\t\t\t\t + ======================== +" <<endl;

cout << "\t\t\t\t\t | \_\_\_\_ \_ |" <<endl;

cout << "\t\t\t\t\t | / \_\_\_| (\_) \_\_ \_ \_ \_\_ |" <<endl;

cout << "\t\t\t\t\t | \\\_\_\_ \\ | | / \_` || '\_ \\ |" <<endl;

cout << "\t\t\t\t\t | \_\_\_) || || (\_| || | | | |" <<endl;

cout << "\t\t\t\t\t | |\_\_\_\_/ |\_| \\\_\_, ||\_| |\_| |" <<endl;

cout << "\t\t\t\t\t | |\_\_\_/ |" <<endl;

cout << "\t\t\t\t\t | \_\_\_ \_ \_ |" <<endl;

cout << "\t\t\t\t\t | |\_ \_|| \\ | | |" <<endl;

cout << "\t\t\t\t\t | | | | \\| | |" <<endl;

cout << "\t\t\t\t\t | | | | |\\ | |" <<endl;

cout << "\t\t\t\t\t | |\_\_\_||\_| \\\_| |" <<endl;

cout << "\t\t\t\t\t + ======================== +" <<endl;

setcolor(white);

}

void loadProductDetails(int maxProducts, string product\_Names[], string product\_Categories[], int reviews[], int product\_Quantities[], int product\_Prices[], string product\_Qualities[], int cart[]) {

ifstream inputFile("products.txt");

string line;

int count = 0;

if (inputFile.is\_open()) {

while (getline(inputFile, line)) {

stringstream ss(line);

string read;

int index = count++;

getline(ss, read, ',');

product\_Names[index] = read;

getline(ss, read, ',');

product\_Categories[index] = read;

getline(ss, read, ',');

product\_Quantities[index] = stoi(read);

getline(ss, read, ',');

product\_Prices[index] = stoi(read);

getline(ss, read);

product\_Qualities[index] = read;

}

inputFile.close();

} else {

cout << "Unable to open file!" << endl;

}

}

void addProductDetails(int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

setcolor(blue);

view();

string product\_Quantity[maxProducts];

string product\_Price[maxProducts];

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* ENTER PRODUCT DETAILS \*\*\*\* ||" << endl << endl;

int numProducts;

string input;

cout << "Enter the number of products: ";

getline(cin, input);

while (input.empty() ||!numbers(input)) {

setcolor(red);

cout << "Invalid input! Please enter a valid number." << endl;

setcolor(white);

setcolor(white);

getline(cin, input);

continue;

}

numProducts = stoi(input);

if (numProducts > maxProducts) {

cout << "Exceeded the maximum number of products." << endl;

setcolor(white);

return;

}

for (int i = 0; i < numProducts; i++) {

cout << "Enter details for Product " << i + 1 << ":" << endl;

cout << "Enter the name of the product: ";

getline(cin, product\_Names[i]);

while(product\_Names[i].empty() ||!strings(product\_Names[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, product\_Names[i]);

i--;

continue;

}

cout << "Enter the category of the product: ";

getline(cin, product\_Categories[i]);

while(product\_Categories[i].empty() ||!strings(product\_Categories[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, product\_Categories[i]);

i--;

continue;

}

cout << "Enter the quantity of the product: ";

getline(cin, product\_Quantity[i]);

while(product\_Quantity[i].empty() ||!numbers(product\_Quantity[i])) {

cout << "Invalid input for quantity! Please enter a valid number." << endl;

setcolor(white);

i--;

continue;

}

product\_Quantities[i] = stoi(product\_Quantity[i]);

cout << "Enter the price of the product: ";

getline(cin, product\_Price[i]);

while(product\_Price[i].empty() ||!numbers(product\_Price[i])) {

cout << "Invalid input for price! Please enter a valid number." << endl;

setcolor(white);

i--;

continue;

}

product\_Prices[i] = stoi(product\_Price[i]);

cout << "Check whether it is damaged or not: ";

getline(cin, product\_Qualities[i]);

while(product\_Qualities[i].empty() || !strings(product\_Qualities[i])) {

cout << "Invalid input for quality!" << endl;

cin.ignore();

i--;

continue;

}

// Write the product details to a file

ofstream outputFile("products.txt", ios::app);

outputFile << product\_Names[i] << "," << product\_Categories[i] << "," << product\_Quantities[i] << "," << product\_Prices[i] << "," << product\_Qualities[i] << endl;

outputFile.close();

cout<<endl;

system("cls");

view();

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* ENTER PRODUCT DETAILS \*\*\*\* ||" << endl << endl;

}

}

void view(){

system("cls");

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

setcolor(white);

}

void viewAdmin(){

system("cls");

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

cout << "\t\t\t\t\t +====================================+" << endl;

cout << "\t\t\t\t\t | \_ \_\_\_\_ \_\_ \_\_ \_\_\_ \_ \_ |" << endl;

cout << "\t\t\t\t\t | / \\ | \_ \\ | \\/ ||\_ \_|| \\ | ||" << endl;

cout << "\t\t\t\t\t | / \_ \\ | | | || |\\/| | | | | \\| ||" << endl;

cout << "\t\t\t\t\t | / \_\_\_ \\ | |\_| || | | | | | | |\\ ||" << endl;

cout << "\t\t\t\t\t |/\_/ \\\_\\|\_\_\_\_/ |\_| |\_| |\_| |\_| \\\_||" << endl;

cout << "\t\t\t\t\t +====================================+" << endl<<endl;

setcolor(white);

}

void viewUser(){

system("cls");

setcolor(green);

cout << "\t\t\t\t\t \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ " << endl;

cout << "\t\t\t\t\t|| ||" << endl;

cout << "\t\t\t\t\t|| ####### ### ### ### ###### ### ####### ### ####### ###### ######### ####### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ## ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ###===### ## ## ## ## ####### ## ## ## ## ## ## ### ### #### ||" << endl;

cout << "\t\t\t\t\t|| ## ##\*\*\*## ### ### ##\*\*## ##\*\*\*## ## ##\*\*\*## ###### ##\*\*### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ## ## ## ### ### ## ## ## ## ## ## ## ## ## ## ### ### ### ### ### ||" << endl;

cout << "\t\t\t\t\t|| ####### ## ## ### ### ## ## ## ## ## ## ## ####### ## ## ######## ####### #### ||" << endl;

cout << "\t\t\t\t\t|| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl;

cout << "\t\t\t\t\t|| || WELCOME TO FABRIC MANAGEMENT SYSTEM || ||" << endl;

cout << "\t\t\t\t\t -------------------------------------------------------------------------------------------------------------------------- " << endl << endl;

cout << "\t\t\t\t\t +============================+" << endl;

cout << "\t\t\t\t\t | \_ \_ \_\_\_\_ \_\_\_\_\_ \_\_\_\_ |" << endl;

cout << "\t\t\t\t\t || | | |/ \_\_\_| | \_\_\_\_|| \_ \\ |" << endl;

cout << "\t\t\t\t\t || | | ||\\\_\_\_ \\ | \_| | |\_) |" << endl;

cout << "\t\t\t\t\t || |\_| | \_\_\_) || |\_\_\_ | \_ < |" << endl;

cout << "\t\t\t\t\t | \\\_\_\_/ |\_\_\_\_/ |\_\_\_\_\_||\_| \\\_\\|" << endl;

cout << "\t\t\t\t\t +============================+" << endl<<endl;

setcolor(white);

}

void viewProducts(int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]){

view();

string record;

setcolor(blue);

ifstream inputFile("products.txt");

if (!inputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* PRODUCT DETAILS \*\*\*\* ||" << endl << endl;

cout << "NAME CATEGORY QUANTITY PRICE QUALITY" << endl;

while (getline(inputFile, record))

{

cout << getField(record, 1) << " " << getField(record, 2) << " "<< getField(record, 3) << " " << getField(record, 4) << " "<< getField(record, 5) << endl;

}

inputFile.close();

cout << "Press any key to continue..."<<endl;

getch();

setcolor(white);

}

void addReview(int newReview,int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

void view();

setcolor(blue);

string productName, productCategory;

bool found = false;

cout << "Enter the name of the product: ";

getline(cin,productName);

while(productName.empty() || !strings(productName) ) {

setcolor(red);

cout << "Invalid input! Please enter valid Product Name." << endl;

setcolor(white);

cin.ignore();

continue;

}

cout << "Enter the category of the product: ";

getline(cin,productCategory);

while(productCategory.empty() || !strings(productCategory)) {

setcolor(red);

cout << "Invalid input! Please enter valid Product Category." << endl;

setcolor(white);

getline(cin,productCategory);

continue;

}

for (int i = 0; i < maxProducts; ++i) {

if (productName == product\_Names[i] && productCategory == product\_Categories[i]) {

found = true;

cout << "Enter the review for " << productName << " (" << productCategory << "): ";

cin>>newReview;

reviews[i] = newReview;

cout << "Review added successfully!" << endl;

break;

}

}

if (!found) {

cout << "Product not found!" << endl;

}

// Writing the updated reviews to a file

ofstream outputFile("reviews.txt");

if (!outputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

for (int i = 0; i < maxProducts; ++i) {

outputFile << product\_Names[i] << "," << product\_Categories[i] << "," << reviews[i] << "," << product\_Quantities[i] << "," << product\_Prices[i] << "," << product\_Qualities[i] << endl;

}

setcolor(white);

outputFile.close();

}

void viewReviews(int newReview,int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

void view();

setcolor(blue);

ifstream inputFile("reviews.txt");

if (!inputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* Reviews for All Products \*\*\*\* ||" << endl << endl;

for (int i = 0; i < newReview; ++i) {

cout << "Product: " << product\_Names[i] << " (" << product\_Categories[i] << ") - Reviews: ";

for (int j = 0; j < newReview; ++j) {

cout << "\*";

}

cout << endl;

}

inputFile.close();

cout << "Press any key to continue..."<<endl;

getch();

setcolor(white);

}

void loadWorkerDetails(int maxWorkers, string worker\_names[], string worker\_codes[], string worker\_ranks[], string worker\_performances[], string worker\_hours[], string worker\_sellings[]) {

ifstream inputFile("worker\_details.txt");

if (!inputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

int i = 0;

string line;

while (getline(inputFile, line) && i < maxWorkers) {

istringstream iss(line);

string read;

getline(iss, read, ',');

worker\_names[i] = read;

getline(iss, read, ',');

worker\_codes[i] = read;

getline(iss, read, ',');

worker\_ranks[i] = read;

getline(iss, read, ',');

worker\_performances[i] = read;

getline(iss, read, ',');

worker\_hours[i] = read;

getline(iss, read);

worker\_sellings[i] = read;

i++;

}

inputFile.close();

}

void addWorkerDetails(int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[]) {

void view();

setcolor(blue);

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* ENTER WORKER DETAILS \*\*\*\* ||" << endl << endl;

string num;

int numWorkers;

cout << "Enter the number of workers: ";

getline(cin,num);

while(num.empty() ||!numbers(num)) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin,num);

continue;

}

numWorkers = stoi(num);

if (numWorkers > maxWorkers) {

cout << "Exceeded the maximum number of workers." << endl;

setcolor(white);

Sleep(500);

return;

}

for (int i = 0; i < numWorkers; i++) {

cout << endl;

setcolor(blue);

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* WORKER DETAILS \*\*\*\* ||" << i + 1 << ":" << endl;

cout << "Enter the name of the worker: ";

getline(cin, worker\_names[i]);

while (worker\_names[i].empty() || !strings(worker\_names[i])) {

setcolor(red);

cout << "Invalid input! Please enter a valid name for the worker." << endl;

setcolor(white);

setcolor(white);

i--;

continue;

}

cout << "Enter the code of the worker: ";

getline(cin,worker\_codes[i]);

while(worker\_codes[i].empty() ||!numbers(worker\_codes[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, worker\_codes[i]);

if (worker\_codes[i].empty() || stoi(worker\_codes[i]) < 0) {

setcolor(red);

cout << "Invalid input! Please enter a positive integer for the worker code." << endl;

setcolor(white);

setcolor(white);

i--;

continue;

}

}

cout << "Enter the rank of the worker: ";

getline(cin, worker\_ranks[i]);

while(worker\_ranks[i].empty() ||!numbers(worker\_ranks[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin,worker\_ranks[i]);

while(!cin ) {

setcolor(red);

cout << "Invalid input! Please enter a positive integer for the worker rank." << endl;

setcolor(white);

i--;

continue;

}

}

cout << "Enter the performance of the worker: ";

getline(cin, worker\_performances[i]);

while(worker\_performances[i].empty() ||!strings(worker\_performances[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, worker\_performances[i]);

}

cout << "Enter the working hours of this worker: ";

getline(cin,worker\_hours[i]);

while(worker\_hours[i].empty() ||!numbers(worker\_hours[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, worker\_hours[i]);

i--;

continue;

}

cout << "Enter the daily basis selling of this worker: ";

getline(cin,worker\_sellings[i]);

while(worker\_sellings[i].empty() ||!numbers(worker\_sellings[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, worker\_sellings[i]);

if (!cin ) {

setcolor(red);

cout << "Invalid input! Please enter a positive integer for the selling value." << endl;

setcolor(white);

setcolor(white);

i--;

continue;

}

}

}

// Writing the worker details to a file

ofstream outputFile("worker\_details.txt");

if (!outputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

for (int i = 0; i < numWorkers; ++i) {

outputFile << worker\_names[i] << "," << worker\_codes[i] << "," << worker\_ranks[i] << "," << worker\_performances[i] << "," << worker\_hours[i] << "," << worker\_sellings[i] << endl;

}

outputFile.close();

setcolor(white);

}

void viewWorkersDetails(int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]){

setcolor(blue);

cout << "\t\t\t\t\t\t\t\t\t\t || \*\*\*\* WORKER DETAILS \*\*\*\* ||" << endl << endl;

cout << "NAME CODE RANK PERFORMANCE WORKING HOURS SELLING" << endl;

ifstream inputFile("worker\_details.txt");

for (int i = 0; i < maxProducts && !product\_Names[i].empty(); i++ ){

if (inputFile.is\_open()) {

while (i < maxWorkers && getline(inputFile, worker\_names[i], ',') && getline(inputFile, worker\_codes[i], ',') && getline(inputFile, worker\_ranks[i], ',') && getline(inputFile, worker\_performances[i], ',') && getline(inputFile, worker\_hours[i], ',') && getline(inputFile, worker\_sellings[i]))

{

cout << worker\_names[i] << " " << worker\_codes[i] << " " << worker\_ranks[i] << " " << worker\_performances[i] << " " << worker\_hours[i] << " " << worker\_sellings[i] << endl << endl;

i++;

}

inputFile.close();

}

}

cout << "Press any key to continue..." << endl;

getch();

setcolor(white);

}

void loadProfitDetails(int maxMonths, string months[], int profits[], string pricesbeforesale[], string pricesaftersale[], int product\_Quantities[]) {

ifstream inputFile("profits.txt");

if (!inputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

int i = 0;

string line;

while (getline(inputFile, line) && i < maxMonths) {

istringstream iss(line);

string read;

getline(iss, read, ',');

months[i] = read;

getline(iss, read, ',');

product\_Quantities[i] = stoi(read);

getline(iss, read, ',');

pricesbeforesale[i] = read;

getline(iss, read, ',');

pricesaftersale[i] = read;

getline(iss, read);

profits[i] = stoi(read);

i++;

}

inputFile.close();

}

void profit(int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[]) {

void view();

setcolor(blue);

ofstream outputFile("profits.txt", ios::app);

for (int i = 0; i < maxMonths; i++) {

cout << "Enter details for Month " << i + 1 << ":" << endl;

getline(cin, months[i]);

// Input validation for month (1-12)

while (months[i].empty() ||!numbers(months[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, months[i]);

continue;

}

string input;

cout << "Quantity of products: ";

getline(cin, input);

// Input validation for quantity of products

while (input.empty() ||!numbers(input)) {

getline(cin, input);

cin.ignore();

continue;

}

product\_Quantities[i] = stoi(input);

// Input validation for total price of sold products before sale

cout << "Total price of sold products before sale: ";

getline(cin, pricesbeforesale[i]);

while (pricesbeforesale[i].empty() ||!numbers(pricesbeforesale[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, pricesbeforesale[i]);

if (!cin || stoi(pricesbeforesale[i]) < 0) {

setcolor(red);

cout << "Invalid input! Please enter again." << endl;

setcolor(white);

i--;

}

continue;

}

// Input validation for total price of sold products after selling

cout << "Total price of sold products after selling: ";

getline(cin, pricesaftersale[i]);

while (pricesaftersale[i].empty() ||!numbers(pricesaftersale[i])) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, pricesaftersale[i]);

if (!cin || stoi(pricesaftersale[i]) < 0) {

setcolor(red);

cout << "Invalid input! Please enter again." << endl;

setcolor(white);

i--;

}

continue;

}

// Calculate profits

profits[i] = stoi(pricesaftersale[i]) - stoi(pricesbeforesale[i]);

// Determine company status based on profit or loss

if (profits[i] < stoi(pricesbeforesale[i])) {

cout << "\t\t\t\t\t\t\t\t\t\t Status: Company is in Loss." << endl << endl;

} else if (profits[i] > stoi(pricesbeforesale[i])) {

cout << "\t\t\t\t\t\t\t\t\t\t Status: Company is in Profit." << endl << endl;

}

// Write profit details to file

outputFile << months[i] << ","<< product\_Quantities[i] << "," << pricesbeforesale[i] << "," << pricesaftersale[i] << "," << profits[i] << endl;

}

setcolor(white);

outputFile.close();

}

void displayMonthlyReport(int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[]) {

void view();

setcolor(blue);

ifstream inputFile("profits.txt");

int i = 0;

if (inputFile.is\_open()) {

while (i < maxMonths &&

getline(inputFile, months[i], ',') && inputFile >> profits[i] &&inputFile.ignore() &&getline(inputFile, productsremaining[i])) {

cout << "Month " << i + 1 << " - " << months[i] << ":" << endl;

cout << "Profit/Loss: " << profits[i] << endl;

cout << "Products Remaining: " << productsremaining[i] << endl;

cout << endl;

i++;

}

inputFile.close();

} else {

cout << "Unable to open file." << endl;

// Handle error if unable to open file

}

cout << "Press any key to continue..." << endl;

getch();

setcolor(white);

}

void mostProfitableMonth(int profits[],int maxMonths,string months[]) {

void view();

setcolor(blue);

ifstream inputFile("profits.txt");

int maxProfit = 0;

int maxIndex = 0;

int currentProfit = 0;

string currentMonth;

if (inputFile.is\_open()) {

for (int i = 0; i < maxMonths; i++) {

// Assuming profits are stored in the profits array

inputFile >> currentMonth >> currentProfit;

if (currentProfit > maxProfit) {

maxProfit = currentProfit;

maxIndex = i;

}

}

inputFile.close();

if (maxProfit > 0) {

cout << "The most profitable month is: " << months[maxIndex] << " (Profit: " << maxProfit << ")" << endl << endl;

} else {

cout << "No profit data found in the file." << endl << endl;

}

} else {

cout << "Unable to open file." << endl;

// Handle error if unable to open file

}

cout << "Press any key to continue..." << endl;

getch();

setcolor(white);

}

void overallProfitLoss(int profits[],int maxMonths) {

void view();

setcolor(blue);

ifstream inputFile("profits.txt");

int totalProfit = 0;

int currentProfit = 0;

if (inputFile.is\_open()) {

while (inputFile >> currentProfit) {

totalProfit += currentProfit;

}

inputFile.close();

cout << "Overall Profit/Loss for the year: " << totalProfit << endl << endl;

} else {

cout << "Unable to open file." << endl;

// Handle error if unable to open file

cout << "Press any key to continue..."<<endl;

getch();

setcolor(white);

}

}

int optionsForUser(string userAddress[],int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods[],int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[])

{

int option;

setcolor(blue);

string input;

while (true) {

viewUser();

setcolor(blue);

Sleep(150);cout << "\t\t\t\t\t\t\t\t\t\t || Enter one of the following number ||" << endl << endl;

Sleep(150);cout << " 1: View Available Products." << endl;

Sleep(150);cout << " 2: Add Product to cart." << endl;

Sleep(150);cout << " 3: View Cart." << endl;

Sleep(150);cout << " 4: Add Delivery Address." << endl;

Sleep(150);cout << " 5: View Delivery Address." << endl;

Sleep(150);cout << " 6: View Discount Voucher Code." << endl;

Sleep(150);cout << " 7: Apply Discount Voucher." << endl;

Sleep(150);cout << " 8: View payment method." << endl;

Sleep(150);cout << " 9: Add Reviews." << endl;

Sleep(150);cout << "10: Logout." << endl;

cout << "Enter your choice: ";

getline(cin, input);

if(input.empty() ||!numbers(input)) {

setcolor(red);

cout << "Invalid input! Please enter a valid option." << endl;

setcolor(white);

Sleep(400);

setcolor(white);

system("cls");

viewUser();

getline(cin, input);

continue;

}

option = stoi(input);

if (option >= 1 && option <= 11)

{

if (option == 1)

{

system("cls");

viewUser();

viewProducts( maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else if (option == 2)

{

system("cls");

viewUser();

addToCart(maxProducts, cart);

}

else if (option == 3)

{

system("cls");

viewUser();

viewCart( cart, product\_Names, maxProducts, product\_Prices);

}

else if (option == 4)

{

system("cls");

viewUser();

inputDeliveryAddress();

}

else if (option == 5)

{

system("cls");

viewUser();

viewDeliveryAddress();

}

else if (option == 6)

{

system("cls");

viewUser();

viewDiscountCode(discountPercentage,voucher);

}

else if (option == 7)

{

system("cls");

viewUser();

applyDiscount(product\_Prices,voucher,discountPercentage, maxProducts);

}

else if (option == 8)

{

system("cls");

viewUser();

viewPaymentMethods(numMethods,methods);

}

else if (option == 9)

{

system("cls");

viewUser();

addReview(newReview, maxProducts, product\_Names,product\_Categories, reviews, product\_Quantities, product\_Prices,product\_Qualities,cart);

}

else if (option == 10)

{

logout(userAddress,newReview, addressSize, addressDetails, names, password, userClass,voucher, discountPercentage,numMethods,methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

else

{ cout << endl;

cout << "Invalid Option! Please enter a valid option."<<endl;

Sleep(400);

setcolor(white);

system("cls");

viewUser();

}

}

}

setcolor(white);

}

void logout(string userAddress[],int newReview,int addressSize,string addressDetails[],string names[],string password[],string userClass[],string voucher,float discountPercentage,int numMethods,string methods[],int indexCount,int maxMonths,string array[],string object,string months[],int profits[],string productsremaining[],string productsolds[],string pricesbeforesale[],string quantitysold[],string pricesaftersale[],int maxWorkers,string worker\_names[],string worker\_codes[],string worker\_ranks[],string worker\_performances[],string worker\_hours[],string worker\_sellings[],int maxProducts, string product\_Names[],string product\_Categories[],int reviews[],int product\_Quantities[],int product\_Prices[],string product\_Qualities[],int cart[])

{

setcolor(red);

int x = 100;

for(int i = 0; i <= x;i++){

cout<<"Logging out... ";

cout<<i<<"%";

Sleep(5);

cout << '\r';

setcolor(red);

}

user(userAddress,newReview, addressSize,addressDetails,names, password, userClass, voucher, discountPercentage, numMethods, methods,indexCount,maxMonths, array, object, months, profits, productsremaining, productsolds, pricesbeforesale, quantitysold, pricesaftersale,maxWorkers, worker\_names, worker\_codes, worker\_ranks, worker\_performances, worker\_hours, worker\_sellings, maxProducts, product\_Names, product\_Categories, reviews, product\_Quantities, product\_Prices, product\_Qualities, cart);

}

void loadPaymentMethods(int numMethods, string methods[]) {

ifstream inputFile("payment\_methods.txt");

if (!inputFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

int i = 0;

string line;

while (getline(inputFile, line) && i < numMethods) {

methods[i] = line;

i++;

}

inputFile.close();

}

void AddPaymentMethod(int numMethods ) {

setcolor(blue);

const int maxMethods = 10;

string methods[maxMethods];

cout << "Enter the number of payment methods: ";

cin >> numMethods;

while ( numMethods <= 0 || numMethods > maxMethods) {

setcolor(red);

cout << "Invalid input! Please enter a positive number within the valid range." << endl;

setcolor(white);

cout << "Enter the number of payment methods: ";

cin >> numMethods;

continue;

}

cin.ignore(); // Clear the input buffer

cout << "Enter payment methods:" << endl;

ofstream outputFile("payment\_methods.txt", ios::app);

if (outputFile.is\_open()) {

for (int i = 0; i < numMethods; ++i) {

cout << "Method " << i + 1 << ": ";

getline(cin, methods[i]);

while (methods[i].empty()) {

setcolor(red);

cout << "Invalid input! Payment method cannot be empty. Please enter again: ";

setcolor(white);

getline(cin, methods[i]);

}

outputFile << methods[i] << endl;

}

outputFile.close();

cout << "Payment Methods added successfully!" << endl;

} else {

cout << "Unable to open file for writing." << endl;

// Handle error if unable to open file

}

Sleep(300);

setcolor(white);

}

void viewPaymentMethods(int numMethods,string methods[]){

setcolor(blue);

ifstream inputFile("payment\_methods.txt");

if (inputFile.is\_open()) {

string method;

cout << "Payment Methods:" << endl;

int i = 0;

while (getline(inputFile, method)) {

cout << i << ": " << method << endl;

++i;

}

inputFile.close();

} else {

cout << "Unable to open file." << endl;

// Handle error if unable to open file

}

cout << "Press any key to continue..." << endl;

getch();

setcolor(white);

}

void viewDeliveryAddress() {

ifstream fin("address.txt");

setcolor(blue);

if (fin.is\_open()) {

string line;

cout << "Address Details:\n";

while (getline(fin, line)) {

cout << line << endl;

}

fin.close();

} else {

cout << "Unable to open the file." << endl;

}

cout<<"Press any key to continue..."<<endl;

setcolor(white);

}

void loadDeliveryAddress() {

ifstream fin("address.txt");

if (fin.is\_open()) {

string line;

cout << "Loaded Address Details:\n";

while (getline(fin, line)) {

cout << line << endl;

}

fin.close();

} else {

cout << "Unable to open the file." << endl;

}

}

void inputDeliveryAddress() {

setcolor(blue);

ofstream fout("address.txt", ios::app); // Open file in append mode

if (fout.is\_open()) {

string country, city, state, postalCode, streetAddress;

cout << "Enter Country: ";

getline(cin, country);

cout << "Enter City: ";

getline(cin, city);

cout << "Enter State: ";

getline(cin, state);

cout << "Enter Postal Code: ";

getline(cin, postalCode);

cout << "Enter Street Address: ";

getline(cin, streetAddress);

// Write address details to the file

fout << "Country: " << country << endl;

fout << "City: " << city << endl;

fout << "State: " << state << endl;

fout << "Postal Code: " << postalCode << endl;

fout << "Street Address: " << streetAddress << endl;

fout.close();

cout << "Address details saved to address.txt" << endl;

} else {

cout << "Error opening the file!" << endl;

}

setcolor(white);

}

void loadCart(int maxProducts, int cart[]) {

ifstream cartFile("cart.txt");

if (!cartFile.is\_open()) {

cout << "Error opening the file!" << endl;

return;

}

// Initialize cart array with zeros

for (int i = 0; i < maxProducts; ++i) {

cart[i] = 0;

}

int productIndex, quantity;

while (cartFile >> productIndex >> quantity) {

if (productIndex >= 0 && productIndex < maxProducts && quantity >= 0) {

cart[productIndex] += quantity;

}

}

cartFile.close();

}

void addToCart(int maxProducts,int cart[]) {

int numProducts;

setcolor(blue);

cout << "Enter the number of products you want to add to the cart: ";

while (!(cin >> numProducts) || numProducts <= 0 || numProducts > maxProducts) {

setcolor(red);

cout << "Invalid input! Please enter a positive number within the valid range." << endl;

setcolor(white);

cout << "Enter the number of products you want to add to the cart: ";

}

ofstream cartFile("cart.txt", ios::app);

if (cartFile.is\_open()) {

for (int i = 0; i < numProducts; ++i) {

int productIndex;

cout << "Enter the index of the product you want to add to the cart (0 to " << maxProducts - 1 << "): ";

while (!(cin >> productIndex) || productIndex < 0 || productIndex >= maxProducts) {

setcolor(red);

cout << "Invalid input! Please enter a valid product index (0 to " << maxProducts - 1 << "): ";

setcolor(white);

cin.ignore();

}

int quantity;

cout << "Enter the quantity for product " << productIndex << ": ";

while (!(cin >> quantity) || quantity < 0) {

setcolor(red);

cout << "Invalid input! Please enter a non-negative quantity: ";

setcolor(white);

cin.ignore();

}

cart[productIndex] += quantity;

cartFile << "Product " << productIndex << ": " << quantity << endl;

cout << "Product added to cart!" << endl;

}

cartFile.close();

} else {

cout << "Unable to open file for writing." << endl;

// Handle error if unable to open file

}

setcolor(white);

}

void viewCart(int cart[],string product\_Names[],int maxProducts,int product\_Prices[]) {

setcolor(blue);

ifstream cartFile("cart.txt");

if (cartFile.is\_open()) {

string line;

cout << "Cart Contents:" << endl;

while (getline(cartFile, line)) {

// Extract product index and quantity from the line in the file

int productIndex, quantity;

cout << "Product Index: " << productIndex << ", Name: " << product\_Names[productIndex]

<< ", Quantity: " << cart[productIndex] << ", Price: " << product\_Prices[productIndex] << endl;

}

cartFile.close();

} else {

cout << "Unable to open cart file." << endl;

// Handle error if unable to open file

}

cout << "Press any key to continue..."<<endl;

getch();

setcolor(white);

}

void applyDiscount(int product\_Prices[],string voucher,float discountPercentage,int maxProducts) {

setcolor(blue);

discountPercentage = 0.0;

ifstream inFile("discount\_codes.txt");

if (!inFile.is\_open()) {

cout << "Unable to open the file." << endl;

return;

}

if (!(inFile >> voucher >> discountPercentage)) {

cout << "Invalid format in the file." << endl;

inFile.close();

return;

}

inFile.close();

string voucherCode;

cout<<"Enter the voucher code: ";

getline(cin,voucherCode);

while(!strings(voucherCode)) {

setcolor(red);

cout << "Invalid input! Please enter again: ";

setcolor(white);

getline(cin, voucherCode);

}

if (voucherCode == voucher) {

for (int i = 0; i < maxProducts; ++i) {

product\_Prices[i] = product\_Prices[i]-(product\_Prices[i]\*(discountPercentage/100));

}

cout << "Discount of " << discountPercentage << "% applied to all products using the voucher code." << endl;

} else {

cout << "Invalid voucher code. No discount applied." << endl;

}

cout << "Updated prices after discount:" << endl;

for (int i = 0; i < maxProducts; ++i) {

cout << "Product " << i + 1 << " price: " << product\_Prices[i] << endl;

}

setcolor(white);

}

void loadDiscountInfo(string voucher, float discountPercentage) {

ifstream inFile("discount\_codes.txt");

if (!inFile.is\_open()) {

cout << "Unable to open the file." << endl;

return;

}

if (!(inFile >> voucher >> discountPercentage)) {

cout << "Invalid format in the file." << endl;

inFile.close();

return;

}

inFile.close();

}

void addDiscountCode(){

setcolor(blue);

float discountPercentage;

string voucher;

cout << "Enter the Discount Coupon Code: ";

cin >> voucher;

while (voucher.empty() ||!strings(voucher)) {

cout << "Invalid Entry! Please enter again: ";

getline(cin,voucher);

continue;

}

cout<<"Enter Discount % you get on this voucher: ";

string input;

cin >> input;

while (input.empty() ||!numbers(input) || stoi(input) <= 0 || stoi(input) > 100) {

cout << "Invalid discount percentage! Please enter a value between 1 and 100: ";

cin >> input;

continue;

}

discountPercentage = stof(input);

// Writing the voucher and discount percentage to a file

ofstream outFile("discount\_codes.txt", ios::app); // Open the file in append mode

if (outFile.is\_open()) {

outFile << voucher << " " << discountPercentage << "%" << endl;

outFile.close();

cout << "Discount code added successfully!" << endl;

} else {

cout << "Unable to open the file." << endl;

}

setcolor(white);

Sleep(300);

}

int loadDataFromUserFile(string path,string names[],string password[],string userClass[])

{

ifstream inputFile(path); // Replace "your\_file\_path.txt" with the path to your file

if (!inputFile) {

cerr << "Error opening the file." << endl;

return 1;

}

int index = 0;

string line;

while (getline(inputFile, line) && index < 50) {

istringstream iss(line);

string name, pass, uClass;

if (iss >> name >> pass >> uClass) {

names[index] = name;

password[index] = pass;

userClass[index] = uClass;

index++;

}

}

inputFile.close();

return 0;

}

void viewDiscountCode(float discountPercentage,string voucher) {

setcolor(blue);

// Voucher: ABC123

// Discount%: 10.0

ifstream inFile("discount\_info.txt");

if (!inFile.is\_open()) {

cout << "Unable to open the file." << endl;

return;

}

if (inFile >> voucher >> discountPercentage) {

cout << "The discount voucher " << voucher << " available has a discount of " << discountPercentage << "% which can be applied on all the products available..." << endl;

cout << "Press any key to continue..." << endl;

inFile.close();

getch(); // Wait for user input

} else {

cout << "Invalid format in the file." << endl;

}

setcolor(white);

}

// Validations

bool strings(string str) // It validates if the required input are alphabets

{

bool conclusion = true;

for (int i = 0; str[i] != '\0'; i++)

{

if (!isalpha(str[i]))

{

conclusion = false;

break;

}

}

return conclusion;

}

bool numbers(string number) // It validates if the required input are integers

{

bool integer = true;

for (int i = 0; number[i] != '\0'; i++)

{

if (!isdigit(number[i]))

{

integer = false;

break;

}

}

return integer;

}

string setcolor(int color)

{

HANDLE hcon = GetStdHandle(STD\_OUTPUT\_HANDLE);

SetConsoleTextAttribute(hcon, color);

return "";

}

string getField(string record, int field)

{

int commaCount = 1;

string item;

for (int x = 0; x < record.length(); x++)

{

if (record[x] == ',')

{

commaCount = commaCount + 1;

}

else if (commaCount == field)

{

item = item + record[x];

}

}

return item;

}